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Real-time collaboration systems, in which participants share multimedia documents and

applications in real time, have been a subject of interest for many years. Although

computer supported cooperative work (CSCW) systems have existed for a long time [1],

Web-based collaboration tools, such as Microsoft NetMeeting, have started to emerge

relatively recently. Moreover, there has been much advancement in Internet-related

technologies lately. Among these, Java applets seem to have introduced the most exciting

notion: platform-independent applications provided by the network. To run applets, users

only have to make sure they have a Java-enabled Web browser on their platform.

From CSCW point of view, the next step in the evolution of applets is their real-time

sharing among many users. Although applets can usually be converted to applications

and be shared using conventional techniques, there is a fundamental difference between

sharing applets and applications. In practice, applets can be shared through a Web

browser or a network station. This is not only platform-independent but also requires no

downloading and installation of the specific application on the user side. A user simply

navigates to a given URL and joins a session. Furthermore, users will always have the

latest version of the applet. This is not the case with applications. Applications cannot be

shared using a Web-browser. This means that a package must be downloaded and

installed on the machine of every user who wants to take part in the collaboration session;

an approach which is very similar to collaboration using non-Java applications. Hence,



the emphasis in the application sharing method is the portability feature of Java, whereas

the applet sharing method is more a network-centric approach.

Today, there are some experimental Java-based collaboration tools available, such as the

NCSA Habanero and the Java Collaborative Environment (JCE), which allow sharing of

basic multimedia applications; however, very few of these tools use applets as their base

for collaborative applications.

There are many issues that such collaboration systems must address. Consider figure 1

which shows a simple sketch of a client-server collaboration system. When one user

interacts with the applet, by for example clicking a button, one or more events are

generated. Each event is sent to the server, which multicasts it to all other clients. The

other clients then process the event as if it was generated locally and therefore recreate

the intended actions of the original client. Another approach is to multicast screen shots

of the application instead of the events; however, the literature [11] shows that in general,

event broadcasting is more efficient than display broadcasting.
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Figure 1. A simple client-server architecture for event-multicasting

The main challenges created by such system are latecomers, participants’ awareness,

management, event collision, and synchronization.

Latecomers: The problem here is as follows: when a user joins a session already in



progress, the user must be presented with the current states of the shared applications.

Awareness: Awareness is the ability of a given participant of a collaborative session to

have feeling of both existence and actions of the others. There are as many as eleven

different elements that provide such “feeling” [5].

Management: Often overlooked by existing implementations, a session manager is a key

component of a functional telecollaboration system. There is a need for a chairperson

who controls participants’ access rights for different applications. This person can

dynamically set individual user’s access rights such as no-access, view-only, and

view/interact.

Event Collision: The problem occurs when the events of two or more users which are

generated at approximately the same time affect the same data and create unwanted

results.
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Figure 2. Event collision a)what user X intended b)what actually happened because another user changed
the slide c)another scenario of what happened: half of the annotation is on slide 1, the other half on slide 2

For instance in an on-line presentation, one user might advance the presentation to the

next slide while another is trying to annotate on the previous slide. As a result, the

annotation might appear on the new slide, or half of it might appear on the previous slide

and the other half on the new slide. This situation is depicted in figure 2. Event collision



is usually addressed by some type of pessimistic access control such as locking.

Synchronization: Typically, individual users in the same session have different

processing powers and different network access in terms of network bandwidth and

network latency. This creates the possibility that the state of one copy of the application

is different form the state of another copy. Lack of synchronization will lead to both

temporal and application state inconsistencies.

In this article, we present a client-server architecture for sharing Java applets. We will

show the collaboration issues that we came across while designing our Java-Enabled

Telecollaboration System (JETS) prototype and propose solutions based on our

experience with JETS applets consisting of a whiteboard, video player, 3D viewer, and

text editor. In addition, we will illustrate an applet-based management scheme that is the

result of our experimentation with JETS’ Management System.

Also, looking at other Java collaboration tools, JAMM is a system that more closely

compares with JETS since it also tries to achieve collaboration using Java applets rather

than Java applications. The main difference between JAMM and JETS is that JAMM

uses transparent collaboration, which means that the events are automatically intercepted

and sent to the other copies by the collaboration engine; whereas JETS requires the

developer to handle the events once they are intercepted.

We will show through examples that even though a transparent collaboration system

makes it easier for a developer to write typical applets, it doesn’t always work for the

case of multimedia applets. Additional information must be sent together with the event

in order to avoid lack of consistency due to the difference in access parameters such as

network bandwidth and delay.
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